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This book presents an introductory survey of computer science. It explores the breadth of the subject while including enough depth to convey an honest appreciation for the topics involved.

**Audience**

We wrote this text for students of computer science as well as students from other disciplines. As for computer science students, most begin their studies with the illusion that computer science is programming, web browsing, and Internet file sharing because that is essentially all they have seen. Yet computer science is much more than this. Beginning computer science students need exposure to the breadth of the subject in which they are planning to major. Providing this exposure is the theme of this book. It gives students an overview of computer science—a foundation from which they can appreciate the relevance and interrelationships of future courses in the field. This survey approach is, in fact, the model used for introductory courses in the natural sciences.

This broad background is also what students from other disciplines need if they are to relate to the technical society in which they live. A computer science course for this audience should provide a practical, realistic understanding of the entire field rather than merely an introduction to using the Internet or training in the use of some popular software packages. There is, of course, a proper place for that training, but this text is about educating.

While writing previous editions of this text, maintaining accessibility for nontechnical students was a major goal. The result was that the book has been used successfully in courses for students over a wide range of disciplines and educational levels, ranging from high school to graduate courses. This 13th edition is designed to continue that tradition.

**New in the 13th Edition**

**Now in color!** The move to a full color printing process in the 13th edition has allowed us to make many figures and diagrams more descriptive, and to use syntax coloring to better effect for clarifying code and pseudocode segments in the text. Most modern programming interfaces use color to aid the programmer’s understanding of code; your computer science textbook should do no less.

A major theme during the development of this 13th edition has been highlighting the intersections with the new College Board Advanced Placement® Computer Science Principles (“CSP”) exam. This “breadth-first” textbook for introducing computer science has included many of the big ideas and computational practices codified in the CSP framework since long before that exam came into existence; prior editions of the book have been used in...
pilot versions of CSP courses, and as a professional development resource for educators preparing to teach the high school version of the course. While the primary audience for this book remains college-level introductory courses, this edition explicitly calls out many points of intersection with CSP content to better assist students and instructors either preparing for the AP® CSP exam, or taking a college-level course that is intended to correspond with the credit from that exam.

The 13th edition continues the use of Python code examples and Python-like pseudocode adopted in the 12th edition. We made this change for several reasons. First, the text already contains quite a bit of code in various languages, including detailed pseudocode in several chapters. To the extent that readers are already absorbing a fair amount of syntax, it is appropriate to target that syntax toward a language they may actually see in a subsequent course. More importantly, a growing number of instructors who use this text have made the determination that even in a breadth-first introduction to computing, it is difficult for students to master many of the topics in the absence of programming tools for exploration and experimentation.

But why Python? Choosing a language is always a contentious matter, with any choice bound to upset at least as many as it pleases. Python is an excellent middle ground, with:

- a clean, easily learned syntax,
- simple I/O primitives,
- data types and control structures that correspond closely to the pseudocode primitives used in earlier editions, and
- support for multiple programming paradigms.

It is a mature language with a vibrant development community and copious online resources for further study. Python remains one of the top five most commonly used languages in the industry by some measures, and has seen a sharp increase in its usage for introductory computer science courses. It is particularly popular for introductory courses for non-majors, and has wide acceptance in other STEM fields, such as physics and biology, and as the language of choice for computational science applications.

Nevertheless, the focus of the text remains on broad computer science concepts; the Python supplements are intended to give readers a deeper taste of programming than previous editions, but not to serve as a full-fledged introduction to programming. The Python topics covered are driven by the existing structure of the text. Thus, Chapter 1 touches on Python syntax for representing data—integers, floats, ASCII, and Unicode strings. Chapter 2 touches on Python operations that closely mirror the machine primitives discussed throughout the rest of the chapter. Conditionals, loops, and functions are introduced in Chapter 5, at the time that those constructs are needed to devise a sufficiently complete pseudocode for describing algorithms. In short, Python constructs are used to reinforce computer science concepts rather than to hijack the conversation.

Every chapter has seen revisions, updates, and corrections from the previous editions.
Organization

This text follows a bottom-up arrangement of subjects that progresses from the concrete to the abstract—an order that results in a sound pedagogical presentation in which each topic leads to the next. It begins with the fundamentals of information encoding, data storage, and computer architecture (Chapters 1 and 2); progresses to the study of operating systems (Chapter 3) and computer networks (Chapter 4); investigates the topics of algorithms, programming languages, and software development (Chapters 5 through 7); explores techniques for enhancing the accessibility of information (Chapters 8 and 9); considers some major applications of computer technology via graphics (Chapter 10) and artificial intelligence (Chapter 11); and closes with an introduction to the abstract theory of computation (Chapter 12).

Although the text follows this natural progression, the individual chapters and sections are surprisingly independent and can usually be read as isolated units or rearranged to form alternative sequences of study. Indeed, the book is often used as a text for courses that cover the material in a variety of orders. One of these alternatives begins with material from Chapters 5 and 6 (Algorithms and Programming Languages) and returns to the earlier chapters as desired. I also know of one course that starts with the material on computability from Chapter 12. In still other cases, the text has been used in “senior capstone” courses where it serves as merely a backbone from which to branch into projects in different areas. Courses for less technically oriented audiences may want to concentrate on Chapters 4 (Networking and the Internet), 9 (Database Systems), 10 (Computer Graphics), and 11 (Artificial Intelligence).

On the opening page of each chapter, we have used asterisks to mark some sections as optional. These are sections that cover topics of more specific interest, or perhaps explore traditional topics in more depth. Our intention is merely to provide suggestions for alternative paths through the text. There are, of course, other shortcuts. In particular, if you are looking for a quick read, we suggest the following sequence:

<table>
<thead>
<tr>
<th>Section</th>
<th>Topic</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.1–1.4</td>
<td>Basics of data encoding and storage</td>
</tr>
<tr>
<td>2.1–2.3</td>
<td>Machine architecture and machine language</td>
</tr>
<tr>
<td>3.1–3.3</td>
<td>Operating systems</td>
</tr>
<tr>
<td>4.1–4.3</td>
<td>Networking and the Internet</td>
</tr>
<tr>
<td>5.1–5.4</td>
<td>Algorithms and algorithm design</td>
</tr>
<tr>
<td>6.1–6.4</td>
<td>Programming languages</td>
</tr>
<tr>
<td>7.1–7.2</td>
<td>Software engineering</td>
</tr>
<tr>
<td>8.1–8.3</td>
<td>Data abstractions</td>
</tr>
<tr>
<td>9.1–9.2</td>
<td>Database systems</td>
</tr>
<tr>
<td>10.1–10.2</td>
<td>Computer graphics</td>
</tr>
<tr>
<td>11.1–11.3</td>
<td>Artificial intelligence</td>
</tr>
<tr>
<td>12.1–12.2</td>
<td>Theory of computation</td>
</tr>
</tbody>
</table>

There are several themes woven throughout the text. One is that computer science is dynamic. The text repeatedly presents topics in a historical
perspective, discusses the current state of affairs, and indicates directions of research. Another theme is the role of abstraction and the way in which abstract tools are used to control complexity. This theme is introduced in Chapter 0 and then echoed in the context of operating system architecture, networking, algorithm development, programming language design, software engineering, data organization, and computer graphics.

**To Instructors**

There is more material in this text than students can normally cover in a single semester, so do not hesitate to skip topics that do not fit your course objectives or to rearrange the order as you see fit. You will find that, although the text follows a plot, the topics are covered in a largely independent manner that allows you to pick and choose as you desire. The book is designed to be used as a course resource—not as a course definition. We suggest encouraging students to read the material not explicitly included in your course. We underrate students if we assume that we have to explain everything in class. We should be helping them learn to learn on their own.

We feel obliged to say a few words about the bottom-up, concrete-to-abstract organization of the text. As academics, we too often assume that students will appreciate our perspective of a subject—often one that we have developed over many years of working in a field. As teachers, we think we do better by presenting material from the student’s perspective. This is why the text starts with data representation/storage, machine architecture, operating systems, and networking. These are topics to which students readily relate—they have most likely heard terms such as JPEG and MP3; they have probably recorded data on DVDs and flash drives; they have interacted with an operating system; and they use the Internet and smartphones daily. By starting the course with these topics, students discover answers to many of the “why” questions they have been carrying for years, and learn to view the course as practical rather than theoretical. From this beginning, it is natural to move on to the more abstract issues of algorithms, algorithmic structures, programming languages, software development methodologies, computability, and complexity, that those of us in the field view as the main topics in the science. As already stated, the topics are presented in a manner that does not force you to follow this bottom-up sequence, but we encourage you to give it a try.

We are all aware that students learn a lot more than we teach them directly, and the lessons they learn implicitly are often better absorbed than those that are studied explicitly. This is significant when it comes to “teaching” problem solving. Students do not become problem solvers by studying problem-solving methodologies. They become problem solvers by solving problems—and not just carefully posed “textbook problems.” So this text contains numerous problems, a few of which are intentionally vague—meaning that there is not necessarily a single correct approach or a single correct answer. We encourage you to use these and to expand on them.
Other topics in the “implicit learning” category are those of professionalism, ethics, and social responsibility. We do not believe that this material should be presented as an isolated subject that is merely tacked on to the course. Instead, it should be an integral part of the coverage that surfaces when it is relevant. This is the approach followed in this text. You will find that Sections 3.5, 4.6, 7.9, 9.7, and 11.7 present such topics as security, privacy, liability, and social awareness in the context of operating systems, networking, software engineering, database systems, and artificial intelligence. You will also find that each chapter includes a collection of questions called Social Issues that challenge students to think about the relationship between the material in the text and the society in which they live.

Thank you for considering our text for your course. Whether you do or do not decide that it is right for your situation, I hope that you find it to be a contribution to the computer science education literature.

Pedagogical Features

This text is the product of many years of teaching. As a result, it is rich in pedagogical aids. Paramount is the abundance of problems to enhance the student’s participation—over 1,000 in this 13th edition. These are classified as Questions/Exercises, Chapter Review Problems, and Social Issues. The Questions/Exercises appear at the end of each section (except for the introductory chapter). They review the material just discussed, extend the previous discussion, or hint at related topics to be covered later. These questions are answered in Appendix F.

The Chapter Review Problems appear at the end of each chapter (except for the introductory chapter). They are designed to serve as “homework” problems in that they cover the material from the entire chapter and are not answered in the text.

Also, at the end of each chapter are the questions in the Social Issues category. They are designed for thought and discussion. Many of them can be used to launch research assignments culminating in short written or oral reports.

Each chapter also ends with a list called Additional Reading that contains references to other material relating to the subject of the chapter. The websites identified in this preface, in the text, and in the sidebars of the text are also good places to look for related material.

Supplemental Resources

A variety of supplemental materials for this text are available at the book’s companion website: www.pearsonhighered.com/brookshear. The following are accessible to all readers:

- Chapter-by-chapter activities that extend topics in the text and provide opportunities to explore related topics.
- Chapter-by-chapter “self-tests” that help readers to rethink the material covered in the text.
- Activities that teach the basics of Python in a pedagogical sequence compatible with the text.
In addition, the following supplements are available to qualified instructors at Pearson Education’s Instructor Resource Center. Please visit www.pearsonhighered.com or contact your Pearson sales representative for information on how to access them.

- Instructor’s Guide with answers to the Chapter Review Problems
- PowerPoint lecture slides
- Test bank

Errata for this book (should there be any!) will be available at http://www.mscs.mu.edu/~brylow/errata/.

To Students

Glenn Brookshear is a bit of a nonconformist (some of his friends would say more than a bit), so when he set out to write this text he didn’t always follow the advice he received. In particular, many argued that certain material was too advanced for beginning students. But, we believe that if a topic is relevant, then it is relevant even if the academic community considers it to be an “advanced topic.” You deserve a text that presents a complete picture of computer science—not a watered-down version containing artificially simplified presentations of only those topics that have been deemed appropriate for introductory students. Thus, we have not avoided topics. Instead, we’ve sought better explanations. We’ve tried to provide enough depth to give you an honest picture of what computer science is all about. As in the case of spices in a recipe, you may choose to skip some of the topics in the following pages, but they are there for you to taste if you wish—and we encourage you to do so.

We should also point out that in any course dealing with technology, the details you learn today may not be the details you will need to know tomorrow. The field is dynamic—that’s part of the excitement. This book will give you a current picture of the subject as well as a historical perspective. With this background, you will be prepared to grow along with technology. We encourage you to start the growing process now by exploring beyond this text. Learn to learn.

Thank you for the trust you have placed in us by choosing to read our book. As authors we have an obligation to produce a manuscript that is worth your time. We hope you find that we have lived up to this obligation.
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### 1.1 Creative development can be an essential process for creating computational artifacts.

1.1.1 Apply a creative development process when creating computational artifacts. 5.3

### 1.2 Computing enables people to use creative development processes to create computational artifacts for creative expression or to solve a problem.

1.2.1 Create a computational artifact for creative expression. 1.0

1.2.3 Create a new computational artifact by combining or modifying existing artifacts. 10.6

### 1.3 Computing can extend traditional forms of human expression and experience.

1.3.1 Use computing tools and techniques for creative expression. 10.1

### 2.1 A variety of abstractions built upon binary sequences can be used to represent all digital data.

2.1.1 Describe the variety of abstractions used to represent data. 1.1, 1.4, 2.1

2.1.2 Explain how binary sequences are used to represent digital data. 1.6, 1.7, 2.1, 2.2

### 2.2 Multiple levels of abstraction are used to write programs or create other computational artifacts.

2.2.1 Develop an abstraction when writing a program or creating other computational artifacts. 6.3

2.2.2 Use multiple levels of abstraction to write programs. 6.2

2.2.3 Identify multiple levels of abstractions that are used when writing programs. 1.1, 2.6, 6.1, 6.4

### 2.3 Models and simulations use abstraction to generate new understanding and knowledge.

2.3.1 Use models and simulations to represent phenomena. 10.3, 10.4, 10.6

2.3.2 Use models and simulations to formulate, refine, and test hypotheses. 10.4

### 3.1 People use computer programs to process information to gain insight and knowledge.

3.1.1 Find patterns, and test hypotheses about digitally processed information to gain insight and knowledge. 9.1, 9.6

### 3.2 Computing facilitates exploration and the discovery of connections in information.

3.2.1 Extract information from data to discover and explain connections or trends. 9.1, 11.4

3.2.2 Determine how large data sets impact the use of computational processes to discover information and knowledge. 9.0, 9.1, 9.4

### 3.3 There are trade offs when representing information as digital data.

3.3.1 Analyze how data representation, storage, security, and transmission of data involve computational manipulation of information. 1.3, 1.9, 4.4, 4.5, 9.7

### 4.1 Algorithms are precise sequences of instructions for processes that can be executed by a computer and are implemented using programming languages.

4.1.1 Develop an algorithm for implementation in a program. 5.1, 5.2, 5.4, 6.3

4.1.2 Express an algorithm in a language. 5.2, 6.1
### 4.2 Algorithms can solve many but not all computational problems.

<table>
<thead>
<tr>
<th>Subsection</th>
<th>Related Statements</th>
</tr>
</thead>
<tbody>
<tr>
<td>4.2.1 Explain the difference between algorithms that run in a reasonable time.</td>
<td>12.5</td>
</tr>
<tr>
<td>4.2.2 Explain the difference between solvable and unsolvable problems in computer science.</td>
<td>11.3, 12.5</td>
</tr>
<tr>
<td>4.2.3 Explain the existence of undecidable problems in computer science.</td>
<td>12.1, 12.4</td>
</tr>
<tr>
<td>4.2.4 Evaluate algorithms analytically and empirically for efficiency, correctness, and clarity.</td>
<td>5.6, 12.5</td>
</tr>
</tbody>
</table>

### 5.1 Programs can be developed for creative expression, to satisfy personal curiosity, to create new knowledge, or to solve problems (to help people, organizations, or society).

<table>
<thead>
<tr>
<th>Subsection</th>
<th>Related Statements</th>
</tr>
</thead>
<tbody>
<tr>
<td>5.1.1 Develop a program for creative expression, to satisfy personal curiosity, or to create new knowledge.</td>
<td>10</td>
</tr>
<tr>
<td>5.1.2 Develop a correct program to solve problems.</td>
<td>6.2, 72, 73, 74, 77</td>
</tr>
<tr>
<td>5.1.3 Collaborate to develop a program.</td>
<td>5.1, 71, 76</td>
</tr>
</tbody>
</table>

### 5.2 People write programs to execute algorithms.

<table>
<thead>
<tr>
<th>Subsection</th>
<th>Related Statements</th>
</tr>
</thead>
<tbody>
<tr>
<td>5.2.1 Explain how programs implement algorithms.</td>
<td>2.6, 6.2</td>
</tr>
</tbody>
</table>

### 5.3 Programming is facilitated by appropriate abstractions.

<table>
<thead>
<tr>
<th>Subsection</th>
<th>Related Statements</th>
</tr>
</thead>
<tbody>
<tr>
<td>5.3.1 Use abstraction to manage complexity in programs.</td>
<td>1.8, 2.6, 6.3, 6.5, 8.1, 8.5</td>
</tr>
</tbody>
</table>

### 5.4 Programs are developed, maintained, and used by people for different purposes.

<table>
<thead>
<tr>
<th>Subsection</th>
<th>Related Statements</th>
</tr>
</thead>
<tbody>
<tr>
<td>5.4.1 Evaluate the correctness of a program.</td>
<td>1.8, 75</td>
</tr>
</tbody>
</table>

### 5.5 Programming uses mathematical and logical concepts.

<table>
<thead>
<tr>
<th>Subsection</th>
<th>Related Statements</th>
</tr>
</thead>
<tbody>
<tr>
<td>5.5.1 Employ appropriate mathematical and logical concepts in programming.</td>
<td>1.1, 1.6, 1.7, 1.8, 8.1</td>
</tr>
</tbody>
</table>

### 6.1 The Internet is a network of autonomous systems.

<table>
<thead>
<tr>
<th>Subsection</th>
<th>Related Statements</th>
</tr>
</thead>
<tbody>
<tr>
<td>6.1.1 Explain the abstractions in the Internet and how the Internet functions.</td>
<td>4.1, 4.2, 4.4</td>
</tr>
</tbody>
</table>

### 6.2 Characteristics of the Internet influence the systems built on it.

<table>
<thead>
<tr>
<th>Subsection</th>
<th>Related Statements</th>
</tr>
</thead>
<tbody>
<tr>
<td>6.2.1 Explain characteristics of the Internet and the systems built on it.</td>
<td>4.2, 4.4</td>
</tr>
<tr>
<td>6.2.2 Explain how the characteristics of the Internet influence the systems built on it.</td>
<td>1.3, 4.1, 4.2, 4.4, 4.6</td>
</tr>
</tbody>
</table>

### 6.3 Cybersecurity is an important concern for the Internet and the systems built on it.

<table>
<thead>
<tr>
<th>Subsection</th>
<th>Related Statements</th>
</tr>
</thead>
<tbody>
<tr>
<td>6.3.1 Identify existing cybersecurity concerns and potential options to address these issues with the Internet and the systems built on it.</td>
<td>4.6</td>
</tr>
</tbody>
</table>

### 7.1 Computing enhances communication, interaction, and cognition.

<table>
<thead>
<tr>
<th>Subsection</th>
<th>Related Statements</th>
</tr>
</thead>
<tbody>
<tr>
<td>7.1.1 Explain how computing innovations affect communication, interaction, and cognition.</td>
<td>4</td>
</tr>
</tbody>
</table>

### 7.2 Computing enables innovation in nearly every field.

<table>
<thead>
<tr>
<th>Subsection</th>
<th>Related Statements</th>
</tr>
</thead>
<tbody>
<tr>
<td>7.2.1 Explain how computing has impacted innovations in other fields.</td>
<td>9.6, 10.6</td>
</tr>
</tbody>
</table>

### 7.3 Computing has global effects — both beneficial and harmful — on people and society.

<table>
<thead>
<tr>
<th>Subsection</th>
<th>Related Statements</th>
</tr>
</thead>
<tbody>
<tr>
<td>7.3.1 Analyze the beneficial and harmful effects of computing.</td>
<td>4.6, 9.7, 11.7</td>
</tr>
</tbody>
</table>

### 7.4 Computing innovations influence and are influenced by the economic, social, and cultural contexts in which they are designed and used.

<table>
<thead>
<tr>
<th>Subsection</th>
<th>Related Statements</th>
</tr>
</thead>
<tbody>
<tr>
<td>7.4.1 Explain the connections between computing and real-world contexts, including economic, social, and cultural contexts.</td>
<td>4.2</td>
</tr>
</tbody>
</table>