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Software products, such as stand-alone programs, web apps and services, and mobile apps, have transformed our everyday life and work. There are tens of thousands of software product companies, and hundreds of thousands of software engineers are employed worldwide in software product development.

Contrary to what some people may think, engineering software products needs more than coding skills. So, I’ve written this book to introduce some of the software engineering activities that are important for the production of reliable and secure software products.

**Who is the book for?**

The book has been designed for students taking a first course in software engineering. People thinking about developing a product who don’t have much software engineering experience may also find it useful.

**Why do we need a software engineering book that’s focused on software products?**

Most software engineering texts focus on *project-based* software engineering, where a client develops a specification and the software is developed by another company. However, the software engineering methods and techniques that have been developed for large-scale projects are not suited to software product development.
Students often find it difficult to relate to large, custom software systems. I think that students find it easier to understand software engineering techniques when they are relevant to the type of software that they constantly use. Also, many product engineering techniques are more directly relevant to student projects than project-oriented techniques.

Is this a new edition of your other software engineering textbook?

No, this book takes a completely different approach and, apart from a couple of diagrams, does not reuse any material from *Software Engineering*, 10th edition.

What’s in the book?

Ten chapters cover software products, agile software engineering, features, scenarios and user stories, software architecture, cloud-based software, microservices architecture, security and privacy, reliable programming, testing, and DevOps and code management.

I’ve designed the book so that it’s suitable for a one-semester software engineering course.

How is this book different from other introductory texts on software engineering?

As I said, the focus is on products rather than projects. I cover techniques that most other SE texts don’t cover, such as personas and scenarios, cloud computing, microservices, security, and DevOps. As product innovation doesn’t come from university research, there are no citations or references to research and the book is written in an informal style.
What do I need to know to get value from the book?

I assume that you have programming experience with a modern object-oriented programming language such as Java or Python and that you are familiar with good programming practice, such as the use of meaningful names. You should also understand basic computing concepts, such as objects, classes, and databases. The program examples in the book are written in Python, but they are understandable by anyone with programming experience.

What extra material is available to help teachers and instructors?

1. An instructor’s manual with solutions to exercises and quiz questions for all chapters
2. Suggestions how you can use the book in a one-semester software engineering course
3. Presentations for teaching (Keynote, PowerPoint, and PDF)

You can access this material at: https://www.pearsonhighered.com/sommerville
Additional material is available on the book’s website
https://iansommerville.com/engineering-software-products/

Where can I find out more?

I’ve written a couple of blog posts that are relevant to the book. These provide more information about my thoughts on teaching software engineering and my motivation for writing the book.

"Out with the UML (and other stuff too): reimagining introductory courses in software engineering"

"Engineering Software Products"
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