Preface

This is a textbook for a one- or two-semester course in problem solving and program design. It is suitable for use by students with no programming background as well as those with a one-semester course, or the equivalent, in another programming language. Students’ backgrounds will determine the time required to cover the earlier chapters of the text and the extent of coverage possible for later chapters.

The earlier editions of this book represented the culmination of an eight-year effort, partially sponsored by the National Science Foundation, to define an introductory-level course that presented the rudimentary principles of software engineering and object-oriented programming along with an introduction to the C++ programming language. Our primary goal is to motivate and introduce sound principles of program design and abstraction in a first programming course. Early in the book we introduce topics such as program style, documentation, algorithm and data structuring, procedure- and data-oriented modularization, component reuse, and program verification. The focus throughout is on the problem solving/software design process, from problem analysis to program design and coding.

The textbook fits the objectives of the first course in programming, following an imperative first approach as described in the ACM/IEEE Computing Curricula 2001 (courses CS101 or CS111). Because it also introduces object-oriented programming and the C++ Standard Template Library (STL) as well as recursion and dynamic data structures, it may also be used as the textbook for the second course in the three-semester sequence, CS102. The textbook can also be used in an objects early approach to the first programming course as classes are introduced in Chapter 1 and used in Chapter 3. In that case, we recommend that you move Chapter 10, Class Definition and Use, forward. It could be studied anytime after Chapter 6.
New to the Sixth Edition

Students will benefit from a variety of new content, including:

- Graphics coverage implemented throughout the book. Many Computer Science faculty have recommended the use of graphics to help motivate the study of introductory programming and as a vehicle to help students understand how to use libraries and to call functions. We agree with this viewpoint and have included several optional sections with graphics examples in this edition. The new graphics sections include:
  
  Section 3.8: Introduction to Computer Graphics

  Section 5.10: Loops in Graphics Programs

  Section 7.6: Using Type char Data to Control a Graphics Program

  Section 9.12: Graphics Programs with Arrays

  To reduce the overhead required to introduce graphics, we decided to use WinBGlm (Windows BGI with mouse), which is a package based on the Turbo Pascal BGI (Borland Graphics Interface) library. WinBGlm was created to run on top of the Win32 library by Michael Main and his students at the University of Colorado. Several development platforms appropriate for CS 1 courses have incorporated WinBGlm. Quincy (developed by Al Stevens) is an open-source student-oriented C++ IDE that includes WinBGlm as well as more advanced libraries (http://www.codecutter.net/tools/quincy). A command-line platform based on the open-source GNU g++ compiler and the emacs program editor is distributed by the University of Colorado (http://www.codecutter.net/tools/winbgim). WinBGlm is also available for Bloodshed Software’s Dev-C++ and Microsoft’s Visual Studio C++.

- New Chapter 0 is designed to elucidate the opportunities and structures of the field of computing to introductory students. We hope this chapter encourages students to consider a major or minor in computing by illustrating a world in which they can envision themselves.

- Reorganization of coverage of multidimensional arrays and arrays of structs. These topics were moved from Chapter 11 (Data Abstraction and Object-Oriented Design) to Chapter 9 (Arrays and Structs) to keep all coverage of arrays and structs in one chapter and to enable students to complete their study of procedural programming topics before learning how to write classes.

- New Section 7.6 on iterative approximations including a case study on finding roots of an equation.

- New case study in Chapter 11 (An Address Book for an email Provider) that uses the C++ vector class as its underlying data structure.

- New end-of-section exercises and updated case studies.

- New end-of-chapter quick-check and review exercises and new programming project assignments including graphics programming assignments.
Balancing Object-Oriented and Procedural Approaches

Object-oriented concepts and classes are introduced early in the book, starting in Section 1.3. Sections 2.4 and 3.7 discuss the use of two system-defined classes, iostream and string, and we refer to the use of classes and objects throughout most of the text.

An issue of concern to faculty is the relative order of arrays, structs, and classes. As in the last edition, we introduce arrays and structs first (Chapter 9) and then introduce the definition and coding of classes (Chapter 10). Some faculty may prefer to reverse the order, and this is entirely possible. The chapter on classes uses arrays only in the implementation of class simpleString, which can be omitted or deferred until after arrays are covered.

We continue to emphasize the design of classes and data modeling in Chapter 11, which introduces template classes, an indexed-list class, the STL vector class, friend functions, and operator overloading. We also use template classes in Chapter 13, where we discuss dynamic data structures: lists, stacks, queues, and trees. We discuss the use of the STL container classes and iterators and also show students how to implement their own classes. An illustration of the C++ inheritance and virtual function mechanisms is provided in Appendix E in the publisher’s Web site. We’ve done our best to follow a balanced path between the strictly objects-first and totally procedure-focused programming metaphors. We agree with the objects-first concept, but not at the expense of the fundamentals of algorithm organization and design. Students in a first course can and should be taught the basic elements of procedural design. Our task is to do so within the context of an early focus on the importance of data modeling, reuse, and other fundamental principles of good software development.

Software Engineering and Object-Oriented Concepts

Many fundamental software engineering and object-oriented concepts are illustrated in the text: user-defined types, modeling problem-domain entities and their relationships, minimal interfaces, high-level cohesion, information hiding, separation of concerns, parameterized components, and inheritance. Abstraction is stressed from the start. Numerous complete case examples are provided throughout the text; these follow a standard software development method, from the specification and analysis of a problem to the first stage of design to the final coding.
Issues of program style are presented throughout in special displays. The concept of a program as a sequence of control structures is introduced in Chapter 3 and discussed in more detail in Chapters 4 (on selection structures) and 5 (on repetition structures). Our decision to introduce software engineering concepts in a first-year course is apparent in these early chapters. We've introduced functions and classes as early as possible at the introductory level—functions in Chapters 3 and 6 and the use and definition of classes in Chapters 3 and 10, respectively. We also provide several sections that discuss testing, debugging, and program verification.

Outline of Contents

Conceptually, the text may be partitioned into three sections. Chapters 1 through 6 provide introductory material on functions and top-down design, presenting detailed coverage of selection and repetition structures and program design strategies for using these structures. The connection between good problem-solving skills and effective software development is established early in the first three chapters. Included in the first two chapters are sections on problem solving and an introduction to a software development methodology based on a systematic approach to problem solving. The problem-solving approach outlined in these chapters is applied consistently to all other case studies in the text. Chapter 2 also contains an introduction to the basic elements of C++, including two sections in which we discuss abstraction, data modeling, and object-oriented programming. In Chapter 3, we continue the emphasis on basic problem-solving skills with a discussion of top-down design and divide and conquer. The reuse of program components is discussed, and additional detail is provided on the string class and its member functions.

Top-down procedural decomposition is further illustrated in Chapters 4 through 6. Decision structures are introduced in Chapter 4, and repetition structures are presented in Chapter 5. In Chapter 6, we revisit the C++ function, introducing functions with output arguments and providing a complete case study illustrating much of what has been learned to this point. An optional section on recursion is also included at the end of Chapter 6.

Chapters 7 through 9 cover simple data types, input and output, structured data types (arrays and structs), and classes. Chapter 7 contains a more detailed discussion of simple data types, including additional commentary on data abstraction as well as a description of the internal and external distinctions among the simple types. In Chapter 9, the structured types (arrays and structs) are first introduced. Simple searching and
sorting algorithms are discussed, and the use of structured types as function arguments is illustrated. Chapter 9 also covers multidimensional arrays and arrays of structs.

Chapter 8 provides an introduction to external file input/output. Although studying external files may seem premature at this point, we believe it is appropriate. Programs don’t exist in a vacuum; they manipulate data that often come from external sources, and they produce results that may subsequently be manipulated by other programs. It’s therefore important for students to gain a relatively early exposure to some fundamental concepts related to file input and output, as long as this exposure does not disrupt the presentation of other essential ideas. Of course, by the time students reach Chapter 8, they will already have been introduced to the basics of stream input and output, including a minimal use of formatting functions and input/output manipulators (Chapter 5).

For students with the equivalent of a one-semester programming course in another language, Chapters 1 through 9 can be covered fairly quickly, perhaps in as little as five or six weeks. For students with little or no background, this may take ten to twelve weeks.

Chapters 10 and 11 cover intermediate-level concepts that would normally be introduced at the end of CS1 or the beginning of CS2. Chapter 10 covers the definition and use of classes and objects. Chapter 11 focuses on data modeling. We begin with a discussion of template classes and develop our own indexed-list template class. Next, we introduce the Standard Template Library and provide a new case study which uses the C++ vector class to process an address book.

Chapters 12, 13, and 14 cover more advanced topics in some depth: recursion (Chapter 12), linked lists, stacks, queues, and trees (Chapter 13), and multiprocessing and threads (Chapter 14). Chapters 12 and 13 are normally covered in the second semester of the first-year sequence. Chapter 14 could also be included in this course or a later one on Operating Systems.

Coverage of Pointers

Pointers are introduced only where they really belong—in the discussion of dynamic data structures (Chapter 13). The pointer is one of the more dangerous, relatively unprotected aspects of the C++ language and need not be an essential part of an introductory text. Use of the new and delete operators and the allocation and deallocation of memory cells in the heap are discussed at the beginning of Chapter 13. We illustrate the manipulation of dynamic data structures such as simple linked lists, stacks and queues, and binary trees.
Pedagogical Features

Several pedagogical features also enhance the usefulness of the text as an instructional tool. These include the following:

- Consistent use of analysis and design aids such as data requirements tables and program structure charts
- End-of-section self-check and programming exercises (answers to the odd-numbered self-check exercises are available in the publisher’s Web site.)
- End-of-chapter quick-check exercises (answers are provided) and programming projects
- Numerous examples and case studies carried through from analysis and design to implementation
- Syntax displays containing the syntax and semantics of each new C++ feature introduced
- Program style and design guideline displays
- Detailed syntax and run-time error discussions at the end of each chapter
- Chapter reviews and review questions

Appendices

Separate appendices are available in the publisher’s Web site summarizing information about character sets, C++ reserved words, C++ operators, and function libraries (with descriptions and section numbers). There is also an appendix illustrating inheritance and virtual functions.

Supplemental Materials

The following supplements are available to all readers of this book at www.aw.com/cssupport:

- Source Code
- Answers to Odd-Numbered Questions
- Appendices

The following instructor supplements are only available to qualified instructors at Addison-Wesley’s Instructor Resource Center. Visit www.pearsonhighered.com/irc or send an e-mail to computing@aw.com for information about how to access them.

- PowerPoint Slides
- Instructor’s Manual with Solutions
- Test Bank
- Source Code
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